|  |  |
| --- | --- |
| Name: | Prerna Sunil Jadhav |
| Sap Id: | 60004220127 |
| Class: | T. Y. B. Tech (Computer Engineering) |
| Course: | Information Security Laboratory |
| Course Code: | DJ19CEL603 |
| Experiment No.: | 01 |

**AIM:** Study and Implement Playfair Cipher.

**ENCRYPTION:**

**CODE:**

def toLowerCase(text):

    return text.lower()

def removeSpaces(text):

    newText = ""

    for i in text:

        if i == " ":

            continue

        else:

            newText = newText + i

    return newText

def Diagraph(text):

    Diagraph = []

    group = 0

    for i in range(2, len(text), 2):

        Diagraph.append(text[group:i])

        group = i

    Diagraph.append(text[group:])

    return Diagraph

def FillerLetter(text):

    k = len(text)

    if k % 2 == 0:

        for i in range(0, k, 2):

            if text[i] == text[i+1]:

                new\_word = text[0:i+1] + str('x') + text[i+1:]

                new\_word = FillerLetter(new\_word)

                break

            else:

                new\_word = text

    else:

        for i in range(0, k-1, 2):

            if text[i] == text[i+1]:

                new\_word = text[0:i+1] + str('x') + text[i+1:]

                new\_word = FillerLetter(new\_word)

                break

            else:

                new\_word = text

    return new\_word

list1 = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'k', 'l', 'm',

        'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z']

def generateKeyTable(word, list1):

    key\_letters = []

    for i in word:

        if i not in key\_letters:

            key\_letters.append(i)

    compElements = []

    for i in key\_letters:

        if i not in compElements:

            compElements.append(i)

    for i in list1:

        if i not in compElements:

            compElements.append(i)

    matrix = []

    while compElements != []:

        matrix.append(compElements[:5])

        compElements = compElements[5:]

    return matrix

def search(mat, element):

    for i in range(5):

        for j in range(5):

            if(mat[i][j] == element):

                return i, j

def encrypt\_RowRule(matr, e1r, e1c, e2r, e2c):

    char1 = ''

    if e1c == 4:

        char1 = matr[e1r][0]

    else:

        char1 = matr[e1r][e1c+1]

    char2 = ''

    if e2c == 4:

        char2 = matr[e2r][0]

    else:

        char2 = matr[e2r][e2c+1]

    return char1, char2

def encrypt\_ColumnRule(matr, e1r, e1c, e2r, e2c):

    char1 = ''

    if e1r == 4:

        char1 = matr[0][e1c]

    else:

        char1 = matr[e1r+1][e1c]

    char2 = ''

    if e2r == 4:

        char2 = matr[0][e2c]

    else:

        char2 = matr[e2r+1][e2c]

    return char1, char2

def encrypt\_RectangleRule(matr, e1r, e1c, e2r, e2c):

    char1 = ''

    char1 = matr[e1r][e2c]

    char2 = ''

    char2 = matr[e2r][e1c]

    return char1, char2

def encryptByPlayfairCipher(Matrix, plainList):

    CipherText = []

    for i in range(0, len(plainList)):

        c1 = 0

        c2 = 0

        ele1\_x, ele1\_y = search(Matrix, plainList[i][0])

        ele2\_x, ele2\_y = search(Matrix, plainList[i][1])

        if ele1\_x == ele2\_x:

            c1, c2 = encrypt\_RowRule(Matrix, ele1\_x, ele1\_y, ele2\_x, ele2\_y)

            # Get 2 letter cipherText

        elif ele1\_y == ele2\_y:

            c1, c2 = encrypt\_ColumnRule(Matrix, ele1\_x, ele1\_y, ele2\_x, ele2\_y)

        else:

            c1, c2 = encrypt\_RectangleRule(

                Matrix, ele1\_x, ele1\_y, ele2\_x, ele2\_y)

        cipher = c1 + c2

        CipherText.append(cipher)

    return CipherText

text\_Plain = 'Hello world'

text\_Plain = removeSpaces(toLowerCase(text\_Plain))

PlainTextList = Diagraph(FillerLetter(text\_Plain))

if len(PlainTextList[-1]) != 2:

    PlainTextList[-1] = PlainTextList[-1]+'z'

key = "Playfair"

print("Key text:", key)

key = toLowerCase(key)

Matrix = generateKeyTable(key, list1)

print("Plain Text:", text\_Plain)

CipherList = encryptByPlayfairCipher(Matrix, PlainTextList)

CipherText = ""

for i in CipherList:

    CipherText += i

print("CipherText:", CipherText)

**OUTPUT:**

![](data:image/png;base64,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)

**DECRYPTION:**

**CODE:**

def toLowerCase(text):

    return text.lower()

def removeSpaces(text):

    newText = ""

    for i in text:

        if i == " ":

            continue

        else:

            newText = newText + i

    return newText

def Diagraph(text):

    Diagraph = []

    group = 0

    for i in range(2, len(text), 2):

        Diagraph.append(text[group:i])

        group = i

    Diagraph.append(text[group:])

    return Diagraph

def FillerLetter(text):

    k = len(text)

    if k % 2 == 0:

        for i in range(0, k, 2):

            if text[i] == text[i+1]:

                new\_word = text[0:i+1] + str('x') + text[i+1:]

                new\_word = FillerLetter(new\_word)

                break

            else:

                new\_word = text

    else:

        for i in range(0, k-1, 2):

            if text[i] == text[i+1]:

                new\_word = text[0:i+1] + str('x') + text[i+1:]

                new\_word = FillerLetter(new\_word)

                break

            else:

                new\_word = text

    return new\_word

list1 = ['a', 'b', 'c', 'd', 'e', 'f', 'g', 'h', 'i', 'k', 'l', 'm',

        'n', 'o', 'p', 'q', 'r', 's', 't', 'u', 'v', 'w', 'x', 'y', 'z']

def generateKeyTable(word, list1):

    key\_letters = []

    for i in word:

        if i not in key\_letters:

            key\_letters.append(i)

    compElements = []

    for i in key\_letters:

        if i not in compElements:

            compElements.append(i)

    for i in list1:

        if i not in compElements:

            compElements.append(i)

    matrix = []

    while compElements != []:

        matrix.append(compElements[:5])

        compElements = compElements[5:]

    return matrix

def search(mat, element):

    for i in range(5):

        for j in range(5):

            if(mat[i][j] == element):

                return i, j

def decrypt\_RowRule(matr, e1r, e1c, e2r, e2c):

    char1 = ''

    if e1c == 0:

        char1 = matr[e1r][4]

    else:

        char1 = matr[e1r][e1c-1]

    char2 = ''

    if e2c == 0:

        char2 = matr[e2r][4]

    else:

        char2 = matr[e2r][e2c-1]

    return char1, char2

def decrypt\_ColumnRule(matr, e1r, e1c, e2r, e2c):

    char1 = ''

    if e1r == 0:

        char1 = matr[4][e1c]

    else:

        char1 = matr[e1r-1][e1c]

    char2 = ''

    if e2r == 0:

        char2 = matr[4][e2c]

    else:

        char2 = matr[e2r-1][e2c]

    return char1, char2

def decrypt\_RectangleRule(matr, e1r, e1c, e2r, e2c):

    char1 = ''

    char1 = matr[e1r][e2c]

    char2 = ''

    char2 = matr[e2r][e1c]

    return char1, char2

def decryptByPlayfairCipher(Matrix, cipherList):

    PlainText = []

    for i in range(0, len(cipherList)):

        c1 = 0

        c2 = 0

        ele1\_x, ele1\_y = search(Matrix, cipherList[i][0])

        ele2\_x, ele2\_y = search(Matrix, cipherList[i][1])

        if ele1\_x == ele2\_x:

            c1, c2 = decrypt\_RowRule(Matrix, ele1\_x, ele1\_y, ele2\_x, ele2\_y)

        elif ele1\_y == ele2\_y:

            c1, c2 = decrypt\_ColumnRule(Matrix, ele1\_x, ele1\_y, ele2\_x, ele2\_y)

        else:

            c1, c2 = decrypt\_RectangleRule(Matrix, ele1\_x, ele1\_y, ele2\_x, ele2\_y)

        plaintext = c1 + c2

        PlainText.append(plaintext)

    return PlainText

text\_Cipher = 'ebqmcncnligiqp'

text\_Cipher = removeSpaces(toLowerCase(text\_Cipher))

# Pad the ciphertext if its length is odd

if len(text\_Cipher) % 2 != 0:

    text\_Cipher += 'x'

CipherTextList = Diagraph(text\_Cipher)

key = "Playfair"

print("Key text:", key)

key = toLowerCase(key)

Matrix = generateKeyTable(key, list1)

print(Matrix)

print("Cipher Text:", text\_Cipher)

PlainTextList = decryptByPlayfairCipher(Matrix, CipherTextList)

PlainText = ""

for i in PlainTextList:

    PlainText += i

print("PlainText:", PlainText)

**OUTPUT:**
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